1. **What do you mean by multithreaded program?**
2. Multithreading in java is a process of executing multiple threads simultaneously.

For simple application like HelloWorld application, the code runs in the main thread.

So, a java code needs at least one thread to run.

It is not physically possible to run more than one piece of code on a single CPU core at any one time, it is job of JVM to manage these threads and schedule which thread to run and when.

Java Multithreading is mostly used in games, animation, request-response based applications etc.

1. **Give some multithreaded program example?**
2. **What is better? Single threading or multithreading?**
3. **Multithreading Benefits**

* Improved responsiveness — Users usually report improved responsiveness compared to single thread applications.
* Faster applications — You can perform many operations together so it saves time.
* Prioritization — Threads can be assigned a priority which would allow higher priority tasks to take precedence over lower priority tasks.
* It doesn't block the user because threads are independent and you can perform multiple operations at same time.
* Threads are independent so it doesn't affect other threads if exception occur in a single thread.

**Single Threading Benefits**

* Programming and debugging —These activities are easier compared to multithreaded applications due to the reduced complexity
* Less Overhead — Threads add overhead to an application

**When developing multi-threaded applications, the following must be considered.**

* Deadlocks occur when two threads hold a monitor that the other one requires. In essence each task is blocking the other and both tasks are waiting for the other monitor to be released. This forces an application to hang or deadlock.
* Resource allocation is used to prevent deadlocks because the system determines if approving the resource request will render the system in an unsafe state. An unsafe state could result in a deadlock. The system only approves requests that will lead to safe states.
* Thread Synchronization is used when multiple threads use the same instance of an object. The threads accessing the object can then be locked and then synchronized so that each task can interact with the static object on at a time.

1. **How thread can be prioritized?**
2. **What are the best practices of muti-threaded programming?**

[**http://javarevisited.blogspot.com/2015/05/top-10-java-multithreading-and.html**](http://javarevisited.blogspot.com/2015/05/top-10-java-multithreading-and.html)

1. **How can a dead thread be restarted?**
   1. A dead thread cannot be restarted.

When the execution of run() method is over, as the job it is meant is done, it is brought to dead state. It is done implicitly by JVM. In dead state, the thread object is garbage collected. It is the end of the life cycle of thread. Once a thread is removed, it cannot be restarted again (as the thread object does not exist). This state can be compared with destroy() method of applets.

A thread can be killed and brought to dead state, anytime from any state, by calling explicitly stop() (deprecated) method.
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- See more at: <http://way2java.com/multithreading/life-cycle-of-thread/#sthash.RRP5ZbH8.dpuf>

1. **When a thread is created and started, what is its initial state?**

.

### 1) New

### The thread is in new state if you create an instance of Thread class but before the invocation of start() method.

### 2) Runnable

### The thread is in runnable state after invocation of start() method, but the thread scheduler has not selected it to be the running thread.

### 3) Running

### The thread is in running state if the thread scheduler has selected it.

### 4) Non-Runnable (Blocked)

### This is the state when the thread is still alive, but is currently not eligible to run.

### Thread can be brought to blocked states by below mentioned way:

### sleep()

### wait()

### join()

### When a thread attempts to read data not yet available from a network

### When a thread waits to acquire a lock, it is in the blocked state.

### When a blocked thread unblocks, that thread moves to the runnable state.

### 5) Terminated

### A thread is in terminated or dead state when its run() method exits.

1. **What are the ways in which a thread can enter the waiting state?**
   1. A thread can enter the waiting state by :

* A running thread may enter a blocked/waiting state by a wait(), sleep(), or join() call.
* A running thread may enter a blocked/waiting state because it can't acquire the lock for a synchronized block of code.
* It can also enter the waiting state by invoking its (deprecated) suspend() method.
* When a thread attempts to read data not yet available from a network

When the sleep or wait is over, or an object's lock becomes available, the thread can only reenter the runnable state. It will go directly from waiting to running (well, for all practical purposes anyway).

1. **What are the two ways in which Thread can be created?**
2. Thread can be created by either overriding run() method of Thread class or implementing Runnable interface and then calling start() method on thread

* ***Provide a Runnable object.*** The [Runnable](https://docs.oracle.com/javase/8/docs/api/java/lang/Runnable.html) interface defines a single method run, meant to contain the code executed in the thread. The Runnable object is passed to the Thread constructor, as in the [HelloRunnable](https://docs.oracle.com/javase/tutorial/essential/concurrency/examples/HelloRunnable.java) example:

public class HelloRunnable implements Runnable {

public void run() {

System.out.println("Hello from a thread!");

}

public static void main(String args[]) {

(new Thread(new HelloRunnable())).start();

}

}

* ***Subclass Thread.***The Thread class itself implements Runnable, though its run method does nothing. An application can subclass Thread, providing its own implementation of run, as in the [HelloThread](https://docs.oracle.com/javase/tutorial/essential/concurrency/examples/HelloThread.java" \t "_blank)example:

public class HelloThread extends Thread {

public void run() {

System.out.println("Hello from a thread!");

}

public static void main(String args[]) {

(new HelloThread()).start();

}

}

The Java Virtual Machine calls the run method of this thread.

The result is that two threads are running concurrently: the current thread (which returns from the call to the start method) and the other thread (which executes its run method).

It is never legal to start a thread more than once. In particular, a thread may not be restarted once it has completed execution.

1. **Which one is better to implement thread in Java extending Thread class or implementing Runnable?**

A.

1. [Java doesn't support multiple inheritance](http://javarevisited.blogspot.com/2011/07/why-multiple-inheritances-are-not.html), which means you can only extend one class in Java so once you extended Thread class you lost your chance and cannot extend or inherit another [class in Java](http://javarevisited.blogspot.com/2011/10/class-in-java-programming-general.html).
2. In Object oriented programming extending a class generally means adding new functionality, modifying or improving behaviors. If we are not making any modification on Thread than use Runnable interface instead.
3. Runnable interface represent a Task which can be executed by either plain Thread or Executors or any other means. So logical separation of Task as Runnable than Thread is good design decision.
4. Separating task as Runnable means we can reuse the task and also has liberty to execute it from different means. Since you cannot restart a Thread once it completes. again Runnable vs Thread for task, Runnable is winner.
5. Java designer recognizes this and that's why Executors accept Runnable as Task and they have worker thread which executes those task.
6. Inheriting all Thread methods are additional overhead just for representing a Task which can be done easily with Runnable.

Read more: <http://javarevisited.blogspot.com/2012/01/difference-thread-vs-runnable-interface.html#ixzz48AlxJzDP>

1. **What is difference between Callable interface vs Runnable interface in Java?**

**Callable interface**

***public interface Callable<V>,*** where V is the return type of the method call. This interface has a single method 'call', which needs to be defined by all the classes which implement this interface. This method takes no arguments and returns a result of type V. This method can throw checked exceptions as well.

**Runnable interface**

***public interface Runnable*** - this interface is implemented by those classes whose instances are supposed to be executed in a different thread. This interface has only one method 'run', which takes no arguments and obviously all the classes implementing this interface need to define this method.

This interface is implemented by the Thread class as well and it's a common protocol for all the objects who wish to execute in a different thread. It's one of the ways of creating threads in Java. The other way to create a thread is by sub classing the Thread class. A class implementing Runnable interface can simply pass itself to create a Thread instance and can run thereafter. This eliminates the need of sub classing the Thread class for the purpose of executing the code in a separate thread.

As long as we don't wish to override other methods of the Thread class, it may be a better idea to implement the Runnable interface to enable multithreading capabilities to a class than enabling the same by extending the Thread class.

**Callable vs Runnable**

Though both the interfaces are implemented by the classes who wish to execute in a different thread of execution, but there are few differences between the two interface which are:-

* A Callable<V> instance returns a result of type V, whereas a Runnable instance doesn't
* A Callable<V> instance may throw checked exceptions, whereas a Runnable instance can't

The designers of Java felt a need of extending the capabilities of the Runnable interface, but they didn't want to affect the uses of the Runnable interface and probably that was the reason why they went for having a separate interface named Callable in Java 1.5 than changing the already existing Runnable interface which has been a part of Java since Java 1.0.

1. **What are wait(), notify() and notifyAll() methods?**

The Object class in Java has three final methods that allow threads to communicate about the locked status of a resource. These are :

1. **wait() :** It tells the calling thread to give up the lock and go to sleep until some other thread enters the same monitor and calls notify(). The wait() method releases the lock prior to waiting and reacquires the lock prior to returning from the wait() method. The wait() method is actually tightly integrated with the synchronization lock, using a feature not available directly from the synchronization mechanism. In other words, it is not possible for us to implement the wait() method purely in Java: it is a native method.

General syntax for calling wait() method is like this:

|  |
| --- |
| synchronized( lockObject )  {      while( ! condition )      {          lockObject.wait();      }        //take the action here;  } |

1. notify() : It wakes up one single thread that called wait() on the same object. It should be noted that calling notify() does not actually give up a lock on a resource. It tells a waiting thread that that thread can wake up. However, the lock is not actually given up until the notifier’s synchronized block has completed. So, if a notifier calls notify() on a resource but the notifier still needs to perform 10 seconds of actions on the resource within its synchronized block, the thread that had been waiting will need to wait at least another additional 10 seconds for the notifier to release the lock on the object, even though notify() had been called.

General syntax for calling notify() method is like this:

|  |
| --- |
| synchronized(lockObject)  {      //establish\_the\_condition;        lockObject.notify();        //any additional code if needed  } |

1. notifyAll() : It wakes up all the threads that called wait() on the same object. The highest priority thread will run first in most of the situation, though not guaranteed. Other things are same as notify() method above.

General syntax for calling notify() method is like this:

|  |
| --- |
| synchronized(lockObject)  {      establish\_the\_condition;        lockObject.notifyAll();  } |

In general, a thread that uses the wait() method confirms that a condition does not exist (typically by checking a variable) and then calls the wait() method. When another thread establishes the condition (typically by setting the same variable), it calls the notify() method. The wait-and-notify mechanism does not specify what the specific condition/ variable value is. It is on developer’s hand to specify the condition to be checked before calling wait() or notify().

[**http://howtodoinjava.com/core-java/multi-threading/how-to-work-with-wait-notify-and-notifyall-in-java/**](http://howtodoinjava.com/core-java/multi-threading/how-to-work-with-wait-notify-and-notifyall-in-java/)

1. **What's the difference between the methods sleep() and wait()?**

|  |  |  |
| --- | --- | --- |
|  | Wait | Sleep |
| Definition | It is a method **in Object class**. It makes the current thread into the "Not Runnable" state. Wait is called on an object, not a thread. Before calling wait() method, the object should be synchronized, means the object should be inside synchronized block. The **call to wait() releases the acquired lock.** | It is a static method **in Thread class**. It makes the current thread into the "Not Runnable" state for specified amount of time. During this time, the **thread keeps the lock (monitors) it has acquired.** |
| Synchonized | wait **should be called from synchronized context** i.e. from block or method, If you do not call it using synchronized context, it will throw IllegalMonitorStateException | It **need not be called from synchronized block or methods** |
| Calls on | wait method **operates on Object** and defined in Object class | Sleep method **operates on current thread** and is in java.lang.Thread |
| Release of lock | wait release lock of object on which it is called and also other locks if it holds any | Sleep method does not release lock at all |
| Wake up condition | until call notify() or notifyAll() from Object class | Until time expires or calls interrupt() |
| static | wait is non static method | sleep is static method |

<http://www.logicaltrinkets.com/wordpress/?p=153>

<http://howtodoinjava.com/2013/03/08/difference-between-sleep-and-wait/>

<http://www.programcreek.com/2009/02/notify-and-wait-example/>

<http://www.tutorialspoint.com/java/lang/thread_sleep_millis.htm>

**public** **class** ThreadA {

**public** **static** **void** main(String[] args){

ThreadB b = **new** ThreadB();

b.start();

**synchronized**(b){

**try**{

System.out.println("Waiting for b to complete...");

b.wait();

}**catch**(InterruptedException e){

e.printStackTrace();

}

System.out.println("Total is: " + b.total);

}

}

}

**class** ThreadB **extends** Thread{

**int** total;

@Override

**public** **void** run(){

**synchronized**(**this**){

**for**(**int** i=0; i<100 ; i++){

total += i;

}

notify();

}

}

}

1. **Where to use wait and sleep method in Java**

By reading properties and behavior of wait and sleep method it's clear that wait() method should be used in conjunction with notify() or notifyAll() method and intended for communication between two threads in Java while Thread.sleep() method is a utility method to introduce short pauses during program or thread execution. Given the requirement of synchronization for wait, it should not be used just to introduce pause or sleep in Java.

1. **Can we awake a sleeping or waiting thread in Java?**

**Call on:**

wait(): Call on an object; current thread must synchronize on the lock object.

sleep(): Call on a Thread; always currently executing thread.

**Synchronized:**

wait(): when synchronized multiple threads access same Object one by one.

sleep(): when synchronized multiple threads wait for sleep over of sleeping thread.

**Hold lock:**

wait(): release the lock for other objects to have chance to execute.

sleep(): keep lock for at least t times if timeout specified or somebody interrupt.

**Wake-up condition:**

wait(): until call notify(), notifyAll() from object

sleep(): until at least time expire or call interrupt().

**Usage:**

sleep(): for time-synchronization and;

wait(): for multi-thread-synchronization.

1. **What difference is between start and run method in Java Thread?**  
   Main difference is that when program calls start() method a new Thread is created and code inside run() method is executed in new Thread

While if you call run() method directly no new Thread is created and code inside run() will execute on current Thread.

If you want to perform time consuming task than always call start() method otherwise your [main thread](http://javarevisited.blogspot.com/2011/12/main-public-static-java-void-method-why.html) will stuck while performing time consuming task if you call run() method directly.

Another difference between start vs run in Java thread is that you cannot call start() method twice on thread object. once started, second call of start() will throw IllegalStateException in Java while you can call run() method twice.

1. **How Object level Locking is different from Class level Locking in Java?**

<http://howtodoinjava.com/core-java/multi-threading/thread-synchronization-object-level-locking-and-class-level-locking/>

1. **Explain main thread under Thread class execution?**
2. The main thread is created automatically and it begins to execute immediately when a program starts. It is a thread from which all other child threads originate.
3. **What is synchronization?**
4. Synchronization is the capability to control the access of multiple threads to shared resources. Synchronized keyword in java provides locking which ensures mutual exclusive access of shared resource and prevent data race.
5. **What are synchronized methods and synchronized statements?**

**A:** Synchronized methods are methods that are used to control access to an object. A synchronized statement can only be executed after a thread has acquired the lock for the object or class referenced in the synchronized statement.

To make a method synchronized, simply add the synchronized keyword to its declaration:

public class SynchronizedCounter {

private int c = 0;

public synchronized void increment() {

c++;

}

public synchronized void decrement() {

c--;

}

public synchronized int value() {

return c;

}

}

Another way to create synchronized code is with synchronized statements. Unlike synchronized methods, synchronized statements must specify the object that provides the intrinsic lock:

public void addName(String name) {

synchronized(this) {

lastName = name;

nameCount++;

}

nameList.add(name);

}

<https://docs.oracle.com/javase/tutorial/essential/concurrency/syncmeth.html>

1. **What do you mean by synchronized Non Access Modifier?**
2. Java provides these modifiers for providing functionalities other than Access Modifiers, synchronized used to indicate that a method can be accessed by only one thread at a time.

* **The synchronized modifier applies only to methods and code blocks.**
* synchronized methods can have any access control and can also be marked final.
* Instance variables can't be abstract, synchronized, native, or strictfp.
* **~~The StringBuffer's API is the same as the new StringBuilder's API, except that StringBuilder's methods are not synchronized for thread safety.~~**

# ~~Vector: It's like a slower ArrayList, but it has synchronized methods.~~

# ~~Hashtable: Like a slower HashMap (as with Vector, due to its synchronized methods). No null values or null keys allowed.~~

* A running thread may enter a blocked/waiting state because it can't acquire the lock for a synchronized block of code.

# Synchronized methods prevent more than one thread from accessing an object's critical method code simultaneously.

# You can use the synchronized keyword as a method modifier, or to start a synchronized block of code.

# While only one thread can be accessing synchronized code of a particular instance, multiple threads can still access the same object's unsynchronized code.

# Static methods can be synchronized, using the lock from the java.lang.Class instance representing that class.

<http://www.javatpoint.com/static-synchronization-example>

1. **What invokes a thread's run() method?**
2. After a thread is started, via its start() method of the Thread class, the JVM invokes the thread's run() method when the thread is initially executed.

So what happens after you call start().The good stuff:

1. A new thread of execution starts (with a new call stack).
2. The thread moves from the new state to the runnable state.
3. When the thread gets a chance to execute, its target run() method will run.

Be sure you remember the following: You start a Thread, not a Runnable. You call start() on a Thread instance, not on a Runnable instance. The following example demonstrates what we've covered so far—defining, instantiating, and starting a thread:

class FooRunnable implements Runnable {

public void run() {

for(int x = 1; x < 6; x++) {

System.out.println("Runnable running");

}

}

}

public class TestThreads {

public static void main (String [] args) {

FooRunnable r = new FooRunnable();

Thread t = new Thread(r);

t.start();

}

}

So if you see code that calls the run() method on a Runnable (or even on a Thread instance), that’s perfectly legal. But it doesn’t mean the run() method will run in a separate thread! Calling a run() method directly just means you’re invoking a method from whatever thread is currently executing, and the run() method goes onto the current call stack rather than at the beginning of a new call stack. The following code does not start a new thread of execution:

Thread t = new Thread();

t.run(); // Legal, but does not start a new thread

1. **What is the difference between yielding and sleeping?**
2. When a task invokes its yield() method, it returns to the **ready** state. When a task invokes its sleep() method, it returns to the **waiting** state.

* Sleeping is used to delay execution for a period of time, and no locks are released when a thread goes to sleep.
* A sleeping thread is guaranteed to sleep for at least the time specified in the argument to the sleep() method (unless it's interrupted), but there is no guarantee as to when the newly awakened thread will actually return to running.
* The sleep() method is a static method that sleeps the currently executing thread's state. One thread cannot tell another thread to sleep.
* The yield() method may cause a running thread to back out if there are runnable threads of the same priority. There is no guarantee that this will happen, and there is no guarantee that when the thread backs out there will be a different thread selected to run. A thread might yield and then immediately reenter the running state.

1. **Explain suspend() method under Thread class>**
2. It is used to pause or temporarily stop the execution of the thread.
3. **Explain isAlive() method under Thread class?**
4. It is used to find out whether a thread is still running or not.
5. **What is currentThread()?**
6. It is a public static method used to obtain a reference to the current thread.

package com.tutorialspoint;

import java.lang.\*;

public class ThreadDemo implements Runnable {

public void run() {

Thread t = Thread.currentThread();

// tests if this thread is alive

System.out.println("status = " + t.isAlive());

}

public static void main(String args[]) throws Exception {

Thread t = new Thread(new ThreadDemo());

// this will call run() function

t.start();

// waits for this thread to die

t.join();

// tests if this thread is alive

System.out.println("status = " + t.isAlive());

}

}

status = true

status = false

1. **What is deadlock?**

when two or more threads are waiting for each other to release lock and get stuck for infinite time, situation is called deadlock . It will only happen in case of multitasking.

![http://2.bp.blogspot.com/-63RZ-BTlAFs/VfGeHMnGdFI/AAAAAAAADuw/gwqtrVliMsM/s1600/Deadlock%2Bof%2BThreads.jpg](data:image/jpeg;base64,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)

Object A = new Object();

Object B = new Object();

Thread 1:

synchronized(A)

{ // <--- preemption

synchronized(B)

{ //...

}

}

Thread 2:

synchronized(B)

{ synchronized(A)

{ //...

}

}

Here's the deadlock scenario:

* Thread 1 acquires A, but is then preempted for some reason.
* Thread 2 wakes up, acquires B, but can't get A because Thread 1 has it, so is suspended.
* Thread 1 wakes up, tries to acquire B, but can't because Thread 2 has it, so is suspended.
* Both threads are now suspended forever. They're deadlocked.

<http://javarevisited.blogspot.com/2010/10/what-is-deadlock-in-java-how-to-fix-it.html#ixzz47pvXmnWM>

<http://www.journaldev.com/1058/java-deadlock-example-and-how-to-analyze-deadlock-situation>

1. **Write code to avoid deadlock in Java where n threads are accessing n shared resources?**

Real reason for deadlock is not multiple threads but ***the way they are requesting lock*** , if you provide an ordered access then problem will be resolved , here is my fixed version, which avoids deadlock by avoiding circular wait with no preemption.

public class DeadLockFixed {

/\*\*

\* Both method are now requesting lock in same order, first Integer and then String.

\* You could have also done reverse e.g. first String and then Integer,

\* both will solve the problem, as long as both method are requesting lock

\* in consistent order.

\*/

public void method1() {

synchronized (Integer.class) {

System.out.println("Aquired lock on Integer.class object");

synchronized (String.class) {

System.out.println("Aquired lock on String.class object");

}

}

}

public void method2() {

synchronized (Integer.class) {

System.out.println("Aquired lock on Integer.class object");

synchronized (String.class) {

System.out.println("Aquired lock on String.class object");

}

}

}

}

Now there would not be any deadlock because both methods are accessing lock on Integer and String class literal in same order. So, if thread A acquires lock on Integer object , thread B will not proceed until thread A releases Integer lock, same way thread A will not be blocked even if thread B holds String lock because now thread B will not expect thread A to release Integer lock to proceed further.

**How to Analyze Deadlock**

To analyze a deadlock, we need to look at the [java thread dump](http://www.journaldev.com/1053/how-to-generate-thread-dump-in-java) of the application, in last post I explained how we can [generate thread dump](http://www.journaldev.com/1053/how-to-generate-thread-dump-in-java) using VisualVM profiler or using jstack utility.

Here is the thread dump of above program.

2012-12-27 19:08:34

Full thread dump Java HotSpot(TM) 64-Bit Server VM (23.5-b02 mixed mode):

"Attach Listener" daemon prio=5 tid=0x00007fb0a2814000 nid=0x4007 waiting on condition [0x0000000000000000]

java.lang.Thread.State: RUNNABLE

"DestroyJavaVM" prio=5 tid=0x00007fb0a2801000 nid=0x1703 waiting on condition [0x0000000000000000]

java.lang.Thread.State: RUNNABLE

"t3" prio=5 tid=0x00007fb0a204b000 nid=0x4d07 waiting for monitor entry [0x000000015d971000]

java.lang.Thread.State: BLOCKED (on object monitor)

at com.journaldev.threads.SyncThread.run(ThreadDeadlock.java:41)

- waiting to lock <0x000000013df2f658> (a java.lang.Object)

- locked <0x000000013df2f678> (a java.lang.Object)

at java.lang.Thread.run(Thread.java:722)

"t2" prio=5 tid=0x00007fb0a1073000 nid=0x4207 waiting for monitor entry [0x000000015d209000]

java.lang.Thread.State: BLOCKED (on object monitor)

at com.journaldev.threads.SyncThread.run(ThreadDeadlock.java:41)

- waiting to lock <0x000000013df2f678> (a java.lang.Object)

- locked <0x000000013df2f668> (a java.lang.Object)

at java.lang.Thread.run(Thread.java:722)

"t1" prio=5 tid=0x00007fb0a1072000 nid=0x5503 waiting for monitor entry [0x000000015d86e000]

java.lang.Thread.State: BLOCKED (on object monitor)

at com.journaldev.threads.SyncThread.run(ThreadDeadlock.java:41)

- waiting to lock <0x000000013df2f668> (a java.lang.Object)

- locked <0x000000013df2f658> (a java.lang.Object)

at java.lang.Thread.run(Thread.java:722)

"Service Thread" daemon prio=5 tid=0x00007fb0a1038000 nid=0x5303 runnable [0x0000000000000000]

java.lang.Thread.State: RUNNABLE

"C2 CompilerThread1" daemon prio=5 tid=0x00007fb0a1037000 nid=0x5203 waiting on condition [0x0000000000000000]

java.lang.Thread.State: RUNNABLE

"C2 CompilerThread0" daemon prio=5 tid=0x00007fb0a1016000 nid=0x5103 waiting on condition [0x0000000000000000]

java.lang.Thread.State: RUNNABLE

"Signal Dispatcher" daemon prio=5 tid=0x00007fb0a4003000 nid=0x5003 runnable [0x0000000000000000]

java.lang.Thread.State: RUNNABLE

"Finalizer" daemon prio=5 tid=0x00007fb0a4800000 nid=0x3f03 in Object.wait() [0x000000015d0c0000]

java.lang.Thread.State: WAITING (on object monitor)

at java.lang.Object.wait(Native Method)

- waiting on <0x000000013de75798> (a java.lang.ref.ReferenceQueue$Lock)

at java.lang.ref.ReferenceQueue.remove(ReferenceQueue.java:135)

- locked <0x000000013de75798> (a java.lang.ref.ReferenceQueue$Lock)

at java.lang.ref.ReferenceQueue.remove(ReferenceQueue.java:151)

at java.lang.ref.Finalizer$FinalizerThread.run(Finalizer.java:177)

"Reference Handler" daemon prio=5 tid=0x00007fb0a4002000 nid=0x3e03 in Object.wait() [0x000000015cfbd000]

java.lang.Thread.State: WAITING (on object monitor)

at java.lang.Object.wait(Native Method)

- waiting on <0x000000013de75320> (a java.lang.ref.Reference$Lock)

at java.lang.Object.wait(Object.java:503)

at java.lang.ref.Reference$ReferenceHandler.run(Reference.java:133)

- locked <0x000000013de75320> (a java.lang.ref.Reference$Lock)

"VM Thread" prio=5 tid=0x00007fb0a2049800 nid=0x3d03 runnable

"GC task thread#0 (ParallelGC)" prio=5 tid=0x00007fb0a300d800 nid=0x3503 runnable

"GC task thread#1 (ParallelGC)" prio=5 tid=0x00007fb0a2001800 nid=0x3603 runnable

"GC task thread#2 (ParallelGC)" prio=5 tid=0x00007fb0a2003800 nid=0x3703 runnable

"GC task thread#3 (ParallelGC)" prio=5 tid=0x00007fb0a2004000 nid=0x3803 runnable

"GC task thread#4 (ParallelGC)" prio=5 tid=0x00007fb0a2005000 nid=0x3903 runnable

"GC task thread#5 (ParallelGC)" prio=5 tid=0x00007fb0a2005800 nid=0x3a03 runnable

"GC task thread#6 (ParallelGC)" prio=5 tid=0x00007fb0a2006000 nid=0x3b03 runnable

"GC task thread#7 (ParallelGC)" prio=5 tid=0x00007fb0a2006800 nid=0x3c03 runnable

"VM Periodic Task Thread" prio=5 tid=0x00007fb0a1015000 nid=0x5403 waiting on condition

JNI global references: 114

Found one Java-level deadlock:

=============================

"t3":

waiting to lock monitor 0x00007fb0a1074b08 (object 0x000000013df2f658, a java.lang.Object),

which is held by "t1"

"t1":

waiting to lock monitor 0x00007fb0a1010f08 (object 0x000000013df2f668, a java.lang.Object),

which is held by "t2"

"t2":

waiting to lock monitor 0x00007fb0a1012360 (object 0x000000013df2f678, a java.lang.Object),

which is held by "t3"

Java stack information for the threads listed above:

===================================================

"t3":

at com.journaldev.threads.SyncThread.run(ThreadDeadlock.java:41)

- waiting to lock <0x000000013df2f658> (a java.lang.Object)

- locked <0x000000013df2f678> (a java.lang.Object)

at java.lang.Thread.run(Thread.java:722)

"t1":

at com.journaldev.threads.SyncThread.run(ThreadDeadlock.java:41)

- waiting to lock <0x000000013df2f668> (a java.lang.Object)

- locked <0x000000013df2f658> (a java.lang.Object)

at java.lang.Thread.run(Thread.java:722)

"t2":

at com.journaldev.threads.SyncThread.run(ThreadDeadlock.java:41)

- waiting to lock <0x000000013df2f678> (a java.lang.Object)

- locked <0x000000013df2f668> (a java.lang.Object)

at java.lang.Thread.run(Thread.java:722)

Found 1 deadlock.

The thread dump output clearly shows the deadlock situation and threads and resources involved causing deadlock situation.

For analyzing deadlock, we need to look out for the threads with state as ***BLOCKED*** and then the resources it’s waiting to lock, every resource has a unique ID using which we can find which thread is already holding the lock on the object. For example Thread “t3” is waiting to lock 0x000000013df2f658 but it’s already locked by thread “t1”.

Once we analyze the deadlock situation and found out the threads which are causing deadlock, we need to make code changes to avoid deadlock situation.

**How to avoid deadlocks?**

* **Avoid Nested Locks**: This is the most common reason for deadlocks, avoid locking another resource if you already hold one. It’s almost impossible to get deadlock situation if you are working with only one object lock. For example, here is the another implementation of run() method without nested lock and program runs successfully without deadlock situation.

|  |
| --- |
| public void run() {      String name = Thread.currentThread().getName();      System.out.println(name + " acquiring lock on " + obj1);      synchronized (obj1) {          System.out.println(name + " acquired lock on " + obj1);          work();      }      System.out.println(name + " released lock on " + obj1);      System.out.println(name + " acquiring lock on " + obj2);      synchronized (obj2) {          System.out.println(name + " acquired lock on " + obj2);          work();      }      System.out.println(name + " released lock on " + obj2);      System.out.println(name + " finished execution.");  } |

* **Lock Only What is Required**: You should acquire lock only on the resources you have to work on, for example in above program I am locking the complete Object resource but if we are only interested in one of it’s fields, then we should lock only that specific field not complete object.
* **Avoid waiting indefinitely**: You can get deadlock if two threads are waiting for each other to finish indefinitely using [thread join](http://www.journaldev.com/1024/java-thread-join-example-with-explanation). If your thread has to wait for another thread to finish, it’s always best to use join with maximum time you want to wait for thread to finish.

Well this is another frequently asked questions on any Java thread interview. Essentially these are [two way to implement Thread in Java](http://javarevisited.blogspot.sg/2011/02/how-to-implement-thread-in-java.html) and by extending class you are using your chance to extend one any only one class as Java does not support multiple inheritance, by implementing Runnable interface you can still extend another class. So extending Runnable or even Callable is better choice. see [Runnable vs Thread class in Java](http://javarevisited.blogspot.sg/2012/01/difference-thread-vs-runnable-interface.html) for more answers on this questions. Given it's simplicity and fact based nature, this question mostly appear on either telephonic round or initial screening rounds. Key points to mention, while answering this question includes, multiple inheritance at class level and separation of defining a task and execution of task. Runnable only represent a task, while Thread represent both task and it's execution.  
  
Read more: <http://java67.blogspot.com/2012/08/5-thread-interview-questions-answers-in.html#ixzz48AhRtRsL>

<http://www.holub.com/publications/other/deadlock.html>

Read more: [http://javarevisited.blogspot.com/2010/10/what-is-deadlock-in-java-how-to-**fix**-it.html#ixzz487hbkVTw](http://javarevisited.blogspot.com/2010/10/what-is-deadlock-in-java-how-to-fix-it.html#ixzz487hbkVTw)

[**http://javarevisited.blogspot.in/2010/10/what-is-deadlock-in-java-how-to-fix-it.html**](http://javarevisited.blogspot.in/2010/10/what-is-deadlock-in-java-how-to-fix-it.html)

[**http://java67.blogspot.in/2012/08/5-thread-interview-questions-answers-in.html**](http://java67.blogspot.in/2012/08/5-thread-interview-questions-answers-in.html)

<http://java67.blogspot.com/2012/08/5-thread-interview-questions-answers-in.html#ixzz47kSGU67P>

**7) How do you solve producer consumer problem in Java?**  
**Producer consumer pattern** is everywhere in real life and depict coordination and collaboration. Like one person is preparing food (Producer) while other one is serving food (Consumer), both will use shared table for putting food plates and taking food plates. Producer which is the person preparing food will wait if table is full and Consumer (Person who is serving food) will wait if table is empty. Table is a shared object here. On Java library **Executor framework** itself implement Producer Consumer design pattern be separating responsibility of addition and execution of task.

Benefit of Producer Consumer Pattern

Its indeed a useful design pattern and used most commonly while writing multi-threaded or concurrent code. Here are few of its benefit:

1. Producer Consumer Pattern simple development. you can Code Producer and Consumer independently and Concurrently, they just need to know shared object.
2. Producer doesn't need to know about who is consumer or how many consumers are there. Same is true with Consumer.
3. Producer and Consumer can work with different speed. There is no risk of Consumer consuming half-baked item. In fact by monitoring consumer speed one can introduce more consumer for better utilization.
4. Separating producer and Consumer functionality result in more clean, readable and manageable code.

Producer-Consumer Problem can be implemented or solved by different ways in Java,

1. [wait and notify method](http://javarevisited.blogspot.com/2011/05/wait-notify-and-notifyall-in-java.html)
2. BlockingQueue Data structure (JAVA 5 onwards)

**Using Blocking Queue to implement Producer Consumer Pattern**

[**https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/BlockingQueue.html**](https://docs.oracle.com/javase/7/docs/api/java/util/concurrent/BlockingQueue.html)

What happen if you have multiple producer or multiple consumer, what will happen if producer is faster than consumer thread or vice-versa.   
  
What are concurrent Collections?

<http://javarevisited.blogspot.in/2013/02/concurrent-collections-from-jdk-56-java-example-tutorial.html>

**8) Why ConcurrentHashMap is faster than Hashtable in Java?**  
ConcurrentHashMap is introduced as alternative of [Hashtable](http://javarevisited.blogspot.com/2012/01/java-hashtable-example-tutorial-code.html)in Java 5, it is faster because of it's design. ConcurrentHashMap divides whole map into different segments and only lock a particular segment during update operation, instead of Hashtable, which locks whole Map. ConcurrentHashMap also provides lock free read, which is not possible in Hashtable, because of this and lock striping, ConcurrentHashMap is faster than Hashtable, especially when number of reader is more than number of writers. In order to better answer this popular Java concurrency interview questions, I suggest reading my post about i[nternal working of ConcurrentHashMap in Java](http://javarevisited.blogspot.com/2013/02/concurrenthashmap-in-java-example-tutorial-working.html).  
 **9) What is difference between submit() and execute() method of Executor and ExecutorService in Java?**  
Main difference between submit and execute method from ExecutorService interface is that former return a result in form of Future object, while later doesn't return result. By the way both are used to submit task to thread pool in Java but one is defined in Executor interface,while other is added into ExecutorService interface. This multithreading interview question is also asked at first round of Java interviews.  
  
**10) How do you share data between two threads in Java?**  
One more Java multithreading question from telephonic round of interview. You can share data between thread by using shared object or shared data structures like Queue. Depending upon, what you are using, you need to provide thread-safety guarantee, and one way of providing thread-safety is using synchronized keyword. If you use concurrent collection classes from Java 5 e.g. [BlockingQueue](http://javarevisited.blogspot.com/2012/12/blocking-queue-in-java-example-ArrayBlockingQueue-LinkedBlockingQueue.html), you can easily share data without being bothered about thread safety and inter thread communication. I like this thread question, because of it's simplicity and effectiveness. This also leads further follow-up questions on issues which arises due to sharing data between threads e.g. race conditions.  
  
**11) What is ReentrantLock in Java? Have you used it before?**  
ReentrantLock is an alternative of synchronized keyword in Java, it is introduced to handle some of the limitations of synchronized keywords. Many concurrency utility classes and concurrent collection classes from Java 5, including ConcurrentHashMap uses ReentrantLock, to leverage optimization. ReentrantLock mostly uses atomic variable and faster CAS operation to provides better performance. Key points to mention is [difference between ReentrantLock and synchronized keyword in Java](http://javarevisited.blogspot.com/2013/03/reentrantlock-example-in-java-synchronized-difference-vs-lock.html), which includes ability to acquire lock interruptibly, timeout feature while waiting for lock etc. ReentrantLock also gives option to create fair lock in Java.Once again a very good Java concurrency interview question for experienced Java programmers.  
  
**12) What is ReadWriteLock in Java? What is benefit of using ReadWriteLock in Java?**  
This is usually a followup question of previous Java concurrency questions. ReadWriteLock is again based upon lock striping by providing separate lock for reading and writing operations. If you have noticed before, reading operation can be done without locking if there is no writer and that can hugely improve performance of any application. ReadWriteLock leverage this idea and provide policies to allow maximum concurrency level. Java Concurrency API also provides an implementation of this concept as ReentrantReadWriteLock. Depending upon Interviewer and experience of candidate, you can even expect to provide your own implementation of ReadWriteLock, so be prepare for that as well.  
  
These were some of my favorite*interview questions based on multithreading and concurrent in Java*. Threading and Concurrency is a big topic in Java and has lots of interesting, [tricky and tough question](http://java67.blogspot.com/2012/09/top-10-tricky-java-interview-questions-answers.html) but for starters and freshers these questions certainly help to clear any thread interview in Java. As I said, mentioning key points are very important while answering questions on multithreading and concurrency. I also suggest further reading on locking, synchronization, concurrent collections and concurrency utilities classes to do well in core Java and multithreading interviews.  
  
Read more: <http://java67.blogspot.com/2012/08/5-thread-interview-questions-answers-in.html#ixzz48ApbNPyU>

1. Write a program consists of two threads printing as mentioned below.

1-t1

2-t2

3-t1

4-t2

5-t1

1. Is servlet multithreaded?
2. How then objects are shared between threads?
3. **31. How we can stop multiple thread manipulating singleton state?**

### What is the difference between Process and Thread?

A process is a self contained execution environment and it can be seen as a program or application whereas Thread is a single task of execution within the process. Java runtime environment runs as a single process which contains different classes and programs as processes. Thread can be called lightweight process. Thread requires less resources to create and exists in the process, thread shares the process resources.

### What is difference between user Thread and daemon Thread?

When we create a Thread in java program, it’s known as user thread. A daemon thread runs in background and doesn’t prevent JVM from terminating. When there are no user threads running, JVM shutdown the program and quits. A child thread created from daemon thread is also a daemon thread.

### What do you understand about Thread Priority?

Every thread has a priority, usually higher priority thread gets precedence in execution but it depends on Thread Scheduler implementation that is OS dependent. We can specify the priority of thread but it doesn’t guarantee that higher priority thread will get executed before lower priority thread. Thread priority is an int whose value varies from 1 to 10 where 1 is the lowest priority thread and 10 is the highest priority thread.

### What is Thread Scheduler and Time Slicing?

Thread Scheduler is the Operating System service that allocates the CPU time to the available runnable threads. Once we create and start a thread, it’s execution depends on the implementation of Thread Scheduler. Time Slicing is the process to divide the available CPU time to the available runnable threads. Allocation of CPU time to threads can be based on thread priority or the thread waiting for longer time will get more priority in getting CPU time. Thread scheduling can’t be controlled by java, so it’s always better to control it from application itself.

### What is context-switching in multi-threading?

Context Switching is the process of storing and restoring of CPU state so that Thread execution can be resumed from the same point at a later point of time. Context Switching is the essential feature for multitasking operating system and support for multi-threaded environment.

### How can we make sure main() is the last thread to finish in Java Program?

We can use Thread join() method to make sure all the threads created by the program is dead before finishing the main function. Here is an article about [Thread join method](http://www.journaldev.com/1024/java-thread-join-example-with-explanation).

### Why wait(), notify() and notifyAll() methods have to be called from synchronized method or block?

When a Thread calls wait() on any Object, it must have the monitor on the Object that it will leave and goes in wait state until any other thread call notify() on this Object. Similarly when a thread calls notify() on any Object, it leaves the monitor on the Object and other waiting threads can get the monitor on the Object. Since all these methods require Thread to have the Object monitor, that can be achieved only by synchronization, they need to be called from synchronized method or block.

### Why Thread sleep() and yield() methods are static?

Thread sleep() and yield() methods work on the currently executing thread. So there is no point in invoking these methods on some other threads that are in wait state. That’s why these methods are made static so that when this method is called statically, it works on the current executing thread and avoid confusion to the programmers who might think that they can invoke these methods on some non-running threads.

### How can we achieve thread safety in Java?

There are several ways to achieve thread safety in java – synchronization, atomic concurrent classes, implementing concurrent Lock interface, using volatile keyword, using immutable classes and Thread safe classes. Learn more at [thread safety tutorial](http://www.journaldev.com/1061/java-synchronization-and-thread-safety-tutorial-with-examples).

### What is volatile keyword in Java

When we use volatile keyword with a variable, all the threads read it’s value directly from the memory and don’t cache it. This makes sure that the value read is the same as in the memory.

### Which is more preferred – Synchronized method or Synchronized block?

Synchronized block is more preferred way because it doesn’t lock the Object, synchronized methods lock the Object and if there are multiple synchronization blocks in the class, even though they are not related, it will stop them from execution and put them in wait state to get the lock on Object.

### What is ThreadLocal?

Java ThreadLocal is used to create thread-local variables. We know that all threads of an Object share it’s variables, so if the variable is not thread safe, we can use synchronization but if we want to avoid synchronization, we can use ThreadLocal variables.  
Every thread has it’s own ThreadLocal variable and they can use it’s get() and set() methods to get the default value or change it’s value local to Thread. ThreadLocal instances are typically private static fields in classes that wish to associate state with a thread. Check this post for small example program showing [ThreadLocal Example](http://www.journaldev.com/1076/java-threadlocal-example-to-create-thread-local-variables).

### What is Thread Group? Why it’s advised not to use it?

ThreadGroup is a class which was intended to provide information about a thread group. ThreadGroup API is weak and it doesn’t have any functionality that is not provided by Thread. Two of the major feature it had are to get the list of active threads in a thread group and to set the uncaught exception handler for the thread. But Java 1.5 has addedsetUncaughtExceptionHandler(UncaughtExceptionHandler eh) method using which we can add uncaught exception handler to the thread. So ThreadGroup is obsolete and hence not advised to use anymore.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | t1.setUncaughtExceptionHandler(new UncaughtExceptionHandler(){        @Override      public void uncaughtException(Thread t, Throwable e) {          System.out.println("exception occured:"+e.getMessage());      }    }); |

### What is Java Thread Dump, How can we get Java Thread dump of a Program?

Thread dump is list of all the threads active in the JVM, thread dumps are very helpful in analyzing bottlenecks in the application and analyzing deadlock situations. There are many ways using which we can generate Thread dump – Using Profiler, Kill -3 command, jstack tool etc. I prefer jstack tool to generate thread dump of a program because it’s easy to use and comes with JDK installation. Since it’s a terminal based tool, we can create script to generate thread dump at regular intervals to analyze it later on. Read this post to know more about [generating thread dump in java](http://www.journaldev.com/1053/how-to-generate-thread-dump-in-java).

### What is Deadlock? How to analyze and avoid deadlock situation?

Deadlock is a programming situation where two or more threads are blocked forever, this situation arises with at least two threads and two or more resources.

To analyze a deadlock, we need to look at the java thread dump of the application, we need to look out for the threads with state as BLOCKED and then the resources it’s waiting to lock, every resource has a unique ID using which we can find which thread is already holding the lock on the object.

Avoid Nested Locks, Lock Only What is Required and Avoid waiting indefinitely are common ways to avoid deadlock situation, read this post to learn how to [analyze deadlock in java](http://www.journaldev.com/1058/java-deadlock-example-and-how-to-analyze-deadlock-situation) with sample program.

### What is Java Timer Class? How to schedule a task to run after specific interval?

java.util.Timer is a utility class that can be used to schedule a thread to be executed at certain time in future. Java Timer class can be used to schedule a task to be run one-time or to be run at regular intervals.

java.util.TimerTask is an [**abstract class**](http://www.journaldev.com/1582/abstract-class-in-java-with-example) that implements Runnable interface and we need to extend this class to create our own TimerTask that can be scheduled using java Timer class.

Check this post for [java Timer example](http://www.journaldev.com/1050/java-timer-and-timertask-example-tutorial).

### What is Thread Pool? How can we create Thread Pool in Java?

A thread pool manages the pool of worker threads, it contains a queue that keeps tasks waiting to get executed.

A thread pool manages the collection of Runnable threads and worker threads execute Runnable from the queue.

java.util.concurrent.Executors provide implementation of java.util.concurrent.Executor interface to create the thread pool in java. [Thread Pool Example](http://www.journaldev.com/1069/java-thread-pool-example-using-executors-and-threadpoolexecutor) program shows how to create and use Thread Pool in java. Or read [ScheduledThreadPoolExecutor Example](http://www.journaldev.com/2340/java-scheduledthreadpoolexecutor-example-to-schedule-tasks-after-delay-and-execute-periodically) to know how to schedule tasks after certain delay.

### What will happen if we don’t override Thread class run() method?

Thread class run() method code is as shown below.

|  |  |
| --- | --- |
| 1  2  3  4  5 | public void run() {      if (target != null) {          target.run();      }  } |

Above target set in the init() method of Thread class and if we create an instance of Thread class as new TestThread(), it’s set to null. So nothing will happen if we don’t override the run() method. Below is a simple example demonstrating this.

|  |  |
| --- | --- |
| TestThread.java | |
| 1  2  3  4  5  6  7  8  9  10  11  12 | public class TestThread extends Thread {        //not overriding Thread.run() method        //main method, can be in other class too      public static void main(String args[]){          Thread t = new TestThread();          System.out.println("Before starting thread");          t.start();          System.out.println("After starting thread");      }  } |

It will print only below output and terminate.

|  |  |
| --- | --- |
| 1  2 | Before starting thread  After starting thread |

[/sociallocker]

## Java Concurrency Interview Questions Answers

### What is atomic operation? What are atomic classes in Java Concurrency API?

Atomic operations are performed in a single unit of task without interference from other operations. Atomic operations are necessity in multi-threaded environment to avoid data inconsistency.

int++ is not an atomic operation. So by the time one threads read it’s value and increment it by one, other thread has read the older value leading to wrong result.

To solve this issue, we will have to make sure that increment operation on count is atomic, we can do that using Synchronization but Java 5 java.util.concurrent.atomic provides wrapper classes for int and long that can be used to achieve this atomically without usage of Synchronization. Go to this article to learn more about [atomic concurrent classes](http://www.journaldev.com/1095/java-atomic-operations-atomicinteger-example).

### What is Lock interface in Java Concurrency API? What are it’s benefits over synchronization?

Lock interface provide more extensive locking operations than can be obtained using synchronized methods and statements. They allow more flexible structuring, may have quite different properties, and may support multiple associated Condition objects.  
The advantages of a lock are

* + it’s possible to make them fair
  + it’s possible to make a thread responsive to interruption while waiting on a Lock object.
  + it’s possible to try to acquire the lock, but return immediately or after a timeout if the lock can’t be acquired
  + it’s possible to acquire and release locks in different scopes, and in different orders

Read more at [**Java Lock Example**](http://www.journaldev.com/2377/java-lock-example-and-concurrency-lock-vs-synchronized).

### What is Executors Framework?

In Java 5, Executor framework was introduced with the java.util.concurrent.Executor interface.

The Executor framework is a framework for standardizing invocation, scheduling, execution, and control of asynchronous tasks according to a set of execution policies.

Creating a lot many threads with no bounds to the maximum threshold can cause application to run out of heap memory. So, creating a ThreadPool is a better solution as a finite number of threads can be pooled and reused. Executors framework facilitate process of creating Thread pools in java. Check out this post to learn with example code to [create thread pool using Executors framework](http://www.journaldev.com/1069/java-thread-pool-example-using-executors-and-threadpoolexecutor).

### What is BlockingQueue? How can we implement Producer-Consumer problem using Blocking Queue?

java.util.concurrent.BlockingQueue is a Queue that supports operations that wait for the queue to become non-empty when retrieving and removing an element, and wait for space to become available in the queue when adding an element.

BlockingQueue doesn’t accept null values and throw NullPointerException if you try to store null value in the queue.

BlockingQueue implementations are thread-safe. All queuing methods are atomic in nature and use internal locks or other forms of concurrency control.

BlockingQueue interface is part of java collections framework and it’s primarily used for implementing producer consumer problem.  
Check this post for [producer-consumer problem implementation using BlockingQueue](http://www.journaldev.com/1034/java-blockingqueue-example-implementing-producer-consumer-problem).

### What is Callable and Future?

Java 5 introduced java.util.concurrent.Callable interface in concurrency package that is similar to Runnable interface but it can return any Object and able to throw Exception.

Callable interface use Generic to define the return type of Object. Executors class provide useful methods to execute Callable in a thread pool. Since callable tasks run in parallel, we have to wait for the returned Object. Callable tasks return java.util.concurrent.Future object. Using Future we can find out the status of the Callable task and get the returned Object. It provides get() method that can wait for the Callable to finish and then return the result.  
Check this post for [Callable Future Example](http://www.journaldev.com/1090/java-callable-future-example).

### What is FutureTask Class?

FutureTask is the base implementation class of Future interface and we can use it with Executors for asynchronous processing. Most of the time we don’t need to use FutureTask class but it comes real handy if we want to override some of the methods of Future interface and want to keep most of the base implementation. We can just extend this class and override the methods according to our requirements. Check out [**Java FutureTask Example**](http://www.journaldev.com/1650/java-futuretask-example-program) post to learn how to use it and what are different methods it has.

### What are Concurrent Collection Classes?

Java Collection classes are fail-fast which means that if the Collection will be changed while some thread is traversing over it using iterator, the iterator.next() will throw ConcurrentModificationException.

Concurrent Collection classes support full concurrency of retrievals and adjustable expected concurrency for updates.  
Major classes are ConcurrentHashMap, CopyOnWriteArrayList and CopyOnWriteArraySet, check this post to learn [how to avoid ConcurrentModificationException when using iterator](http://www.journaldev.com/378/how-to-avoid-concurrentmodificationexception-when-using-an-iterator).

### What is Executors Class?

Executors class provide utility methods for Executor, ExecutorService, ScheduledExecutorService, ThreadFactory, and Callable classes.

Executors class can be used to easily create Thread Pool in java, also this is the only class supporting execution of Callable implementations.

### What are some of the improvements in Concurrency API in Java 8?

Some important concurrent API enhancements are:

* + ConcurrentHashMap compute(), forEach(), forEachEntry(), forEachKey(), forEachValue(), merge(), reduce() and search() methods.
  + CompletableFuture that may be explicitly completed (setting its value and status).
  + Executors newWorkStealingPool() method to create a work-stealing thread pool using all available processors as its target parallelism level.
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